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A tree algebra $\mathcal{A}=\left(A_{X}\right)_{X}$ finite is finite if all the sorts $A_{X}$ are finite.

## Definition (Language recognized by an algebra)
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$$
\begin{gathered}
A_{X}=\{\top, \perp\} \uplus(\{\top, \perp\} \times X) \quad\left|A_{X}\right|=2+2|X| \text { is linear in }|X| . \\
\text { This algebra has linear complexity. }
\end{gathered}
$$
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The objective is to identify new classes of languages and to gain a better understanding of tree algebras.
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## [x]

[ $\cdot x a(x, y)]$
[•xb(y,y)]
[. y c]
Such a word is called a tree coding.
A color tree automaton works on a tree coding. It is given by

- $Q$ finite set of states
- $K$ final set of colors.
partial tree $t \in T_{X} \quad \rightsquigarrow \quad$ state and colouring $\in Q \times K^{X}$

An automaton accepts a tree if it accepts all of its codings.

## Example

$L=$ trees in which there is a $d$ below a $b, \Sigma=\{(a, 2),(b, 2),(c, 0),(d, 0)\}$
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## Expressive power <br> If we allow exponential complexity, the four variants of tree algebras have the same expressive power.

This is not the case for bounded complexity and polynomial complexity.
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- Relation to polynomial orbit-complexity.
- The Poly $\left(2^{|X|}\right)$ algebra complexity class.
- Relation to logic.
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Questions?

