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We study tree algebras under the angle of asymptotic complexity
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We also define morphisms, congruences...
Given a finite tree algebra $\mathcal{A}$, there is a unique morphism from the free algebra to $\mathcal{A}$. It is called the evaluation morphism of $\mathcal{A}$.
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## Complexity

Def. The complexity of a finite algebra $\mathcal{A}$ is the asymptotic size of $\left|A_{X}\right|$ as a function of $|X|$.

Prop. All regular languages are recognized by algebras of doubly-exponential complexity.

Describe the languages recognized by algebras of bounded / polynomial / exponential complexity.

| Bounded complexity | [Colcombet, J, 2021] |
| :---: | :---: |
| Polynomial complexity | This talk |
| Exponential complexity | - |
| Doubly-exponential complexity | All regular languages |
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## Polynomial complexity

What are the languages recognized by algebras of polynomial complexity?

- $L=$ trees with a b on the leftmost branch,
- $L=$ trees with some fixed branch in a fixed regular language,
- Boolean combinations of such languages.
- $L=$ trees whose leftmost branch ends with $a(c, c)$.

Common property: at all times, these algebras only keep in memory a bounded number of branches.

## Main theorem

For a regular language of finite trees, the following properties are equivalent:
a. Being recognized by a finite tree algebra of polynomial complexity.
b. Being recognized by a finite tree algebra of bounded orbit complexity.
c. Being described by a coding automaton.

Equivalence between $\mathbf{a}$. and $\mathbf{b}$. is not obvious.
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- it rejects all codings for a tree $t$ (then it rejects $t$ )
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[z]\left[{ }^{\prime} a(x, y)\right]\left[\cdot{ }_{y} c\right]\left[\cdot{ }_{x} b(z, x)\right]\left[\cdot{ }_{z} c\right]\left[\cdot{ }_{x} d\right]
$$

## Coding automaton (example)

$L=$ trees in which the leftmost branch ends with $*(c, d)$, where $*$ is any letter. $\Sigma=\{a: 2, b: 2, c: 0, d: 0\}$

$$
\begin{gathered}
Q=\left\{q_{0}, q_{1}, q_{12}, q_{1 d}, q_{c 2}, \top, \perp\right\} \\
R=\left\{r_{1}, r_{2}\right\}
\end{gathered}
$$

z

$$
\begin{aligned}
& q_{1} \\
& r_{1}:=z \\
& r_{2}:=\square \\
& {[x][\cdot x a(x, y)][\cdot x b(x, z)][\cdot x c]\left[\cdot{ }_{z} d\right]\left[\cdot{ }_{y} c\right] } \\
& {[z]\left[{ }^{\prime} a(x, y)\right]\left[\cdot{ }_{y} c\right]\left[\cdot{ }_{x} b(z, x)\right]\left[\cdot{ }_{z} c\right]\left[\cdot{ }_{x} d\right] }
\end{aligned}
$$

## Coding automaton (example)

$L=$ trees in which the leftmost branch ends with $*(c, d)$, where $*$ is any letter. $\Sigma=\{a: 2, b: 2, c: 0, d: 0\}$

$$
\begin{gathered}
Q=\left\{q_{0}, q_{1}, q_{12}, q_{1 d}, q_{c 2}, \top, \perp\right\} \\
R=\left\{r_{1}, r_{2}\right\}
\end{gathered}
$$



$$
\begin{gathered}
q_{12} \\
r_{1}:=x \\
r_{2}:=y
\end{gathered}
$$

$$
\begin{aligned}
& {[x]\left[\cdot{ }_{x} a(x, y)\right]\left[\cdot{ }_{x} b(x, z)\right]\left[\cdot{ }_{x} c\right]\left[\cdot{ }_{z} d\right]\left[\cdot{ }_{y} c\right]} \\
& {[z]\left[\cdot{ }_{z} a(x, y)\right]\left[\cdot{ }_{y} c\right]\left[\cdot{ }_{x} b(z, x)\right]\left[\cdot{ }_{z} c\right]\left[\cdot{ }_{x} d\right]}
\end{aligned}
$$

## Coding automaton (example)

$L=$ trees in which the leftmost branch ends with $*(c, d)$, where $*$ is any letter. $\Sigma=\{a: 2, b: 2, c: 0, d: 0\}$

$$
\begin{gathered}
Q=\left\{q_{0}, q_{1}, q_{12}, q_{1 d}, q_{c 2}, \top, \perp\right\} \\
R=\left\{r_{1}, r_{2}\right\}
\end{gathered}
$$



$$
r_{2}:=\square
$$

$$
[x]\left[\cdot{ }_{x} a(x, y)\right]\left[\cdot{ }_{x} b(x, z)\right]\left[\cdot{ }_{x} c\right]\left[\cdot{ }_{z} d\right]\left[\cdot{ }_{y} c\right]
$$

$$
[z]\left[{ }_{z} a(x, y)\right]\left[\cdot{ }_{y} c\right]\left[\cdot{ }_{x} b(z, x)\right]\left[\cdot{ }_{z} c\right]\left[\cdot{ }_{\cdot} d\right]
$$

## Coding automaton (example)

$L=$ trees in which the leftmost branch ends with $*(c, d)$, where $*$ is any letter. $\Sigma=\{a: 2, b: 2, c: 0, d: 0\}$

$$
\begin{gathered}
Q=\left\{q_{0}, q_{1}, q_{12}, q_{1 d}, q_{c 2}, \top, \perp\right\} \\
R=\left\{r_{1}, r_{2}\right\}
\end{gathered}
$$



$$
q_{12}
$$

$$
r_{1}:=z
$$

$$
r_{2}:=x
$$

$$
\begin{aligned}
& {[x]\left[{ }_{\cdot x} a(x, y)\right]\left[\cdot{ }_{x} b(x, z)\right]\left[\cdot{ }_{x} c\right]\left[\cdot{ }_{z} d\right]\left[\cdot{ }_{y} c\right]} \\
& {[z]\left[\cdot{ }_{z} a(x, y)\right]\left[\cdot{ }_{y} c\right]\left[\cdot{ }_{x} b(z, x)\right]\left[\cdot{ }_{z} c\right]\left[\cdot{ }_{x} d\right]}
\end{aligned}
$$

## Coding automaton (example)

$L=$ trees in which the leftmost branch ends with $*(c, d)$, where $*$ is any letter. $\Sigma=\{a: 2, b: 2, c: 0, d: 0\}$

$$
\begin{gathered}
Q=\left\{q_{0}, q_{1}, q_{12}, q_{1 d}, q_{c 2}, \top, \perp\right\} \\
R=\left\{r_{1}, r_{2}\right\}
\end{gathered}
$$



$$
\begin{gathered}
q_{c 2} \\
r_{1}:=\square \\
r_{2}:=x
\end{gathered}
$$

$$
\begin{aligned}
& {[x]\left[{ }_{\cdot x} a(x, y)\right]\left[\cdot{ }_{x} b(x, z)\right]\left[\cdot{ }_{x} c\right]\left[\cdot{ }_{z} d\right]\left[\cdot{ }_{y} c\right]} \\
& {[z]\left[\cdot{ }_{z} a(x, y)\right]\left[\cdot{ }_{y} c\right]\left[\cdot{ }_{x} b(z, x)\right]\left[\cdot{ }_{z} c\right]\left[\cdot{ }_{x} d\right]}
\end{aligned}
$$

## Coding automaton (example)

$L=$ trees in which the leftmost branch ends with $*(c, d)$, where $*$ is any letter. $\Sigma=\{a: 2, b: 2, c: 0, d: 0\}$

$$
\begin{gathered}
Q=\left\{q_{0}, q_{1}, q_{12}, q_{1 d}, q_{c 2}, \top, \perp\right\} \\
R=\left\{r_{1}, r_{2}\right\}
\end{gathered}
$$



$$
\begin{aligned}
& r_{1}:=\square \\
& r_{2}:=\square
\end{aligned}
$$

$$
[x]\left[\cdot{ }_{x} a(x, y)\right]\left[\cdot{ }_{x} b(x, z)\right]\left[\cdot{ }_{x} c\right]\left[\cdot{ }_{z} d\right]\left[\cdot{ }_{y} c\right]
$$

$$
[z]\left[\cdot{ }_{z} a(x, y)\right]\left[\cdot{ }_{y} c\right]\left[\cdot{ }_{x} b(z, x)\right]\left[\cdot{ }_{z} c\right]\left[\cdot{ }_{x} d\right]
$$

## Decidability

Thm. It is decidable whether a regular tree language is recognizable by a tree algebra of polynomial complexity.
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Lem. A regular language of trees $L$ is described by a coding automaton if and only if there is a bound on the number of $L$-sensitive leaves in trees.

## Decidability

Thm. It is decidable whether a regular tree language is recognizable by a tree algebra of polynomial complexity.

Fix $L$. A tree $t \in T_{\{\bullet\}}$ is $L$-sensitive to a leaf $x$ if there exist trees $a, b, t_{1}, \ldots, t_{n}$ such that


Lem. A regular language of trees $L$ is described by a coding automaton if and only if there is a bound on the number of $L$-sensitive leaves in trees.

The existence of such a bound can be encoded into cost-MSO. Thus, it is decidable.

## Summary

Notions: tree algebra, complexity, orbit complexity, coding, coding automaton

## Main theorem

For a regular language of finite trees, the following properties are equivalent:
a. Being recognized by a finite tree algebra of polynomial complexity.
b. Being recognized by a finite tree algebra of bounded orbit complexity.
c. Being described by a coding automaton.

Thm. It is decidable whether a regular tree language is recognizable by a tree algebra of polynomial complexity.
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## Main theorem
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## Different types of tree algebras
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Linear tree algebras


